Introduction à Javascript

<http://www.coursweb.ch/javascript>

Cette introduction à javascript n'a pas la prétention de remplacer les nombreuses références sur le sujet que l'on trouve sur le web (voir dans la page [liens](http://www.coursweb.ch/javascript/liens.html))

Son but est de permettre au débutant de comprendre rapidement certains éléments du langage et de la programmation en général. Ceci par des articles aussi courts que possible.

Le lecteur complètera ses connaissances en se rendant sur des sites plus complets.

# Table des matières

[Table des matières 1](#_Toc433221868)

# Insertion de scripts

Pour écrire du code javascript utilisable dans une page HTML on utilise la balise **script**

On peut intégrer des scripts à différents emplacements dans la page. Soit le code est directement écrit dans la page, avec par exemple:

[<script](http://december.com/html/4/element/script.html) type='text/javascript'**>**  
*<!--  
  Le code javascript s'écrit ici  
//-->*  
**</script>**

Soit le code se trouve dans un fichier séparé (portant généralement l'extension .js)

[<script](http://december.com/html/4/element/script.html) type='text/javascript' src='url\_du\_script.js'**></script>**

A noter que dans le premier cas, on placera des commentaires HTML, en effet le code javascript contient souvent certains caractères qui sont conflictuels du points de vue du HTML. Par exemple le caractère **&** qui marque le début des entités HTML (&eacute; pour un é par exemple).

## Emplacement du script dans la page

L'emplacement du script a parfois de l'importance parfois pas. Cela dépend de ce qu'il contient. Certains scripts agissent directement sur des éléments de la page HTML. Dans ce cas, le script doit être placé après ceux-ci pour qu'ils soient "construits" au moment de l'exécution.

Si des scripts déclarent des fonctions qui manipulent des éléments de la page et que celles-ci seront appelées plus tard (une fois la page construite par exemple), alors la position du script n'a pas d'importance.

# Script de base

Pour tester les scripts présentés dans ce cours, il faut copier les codes dans une balise script tel que cela a été présenté dans la page [insertion de script](http://www.coursweb.ch/javascript/script-tag.html).

## Hello world

 alert("Hello world");

Pour commencer, voici le traditionnel **Hello world**. Ce script affiche le message **Hello world** dans une boite de dialogue.

**alert** est une méthode prédéfinie en javascript qui permet d'afficher une boite de dialogue simple (composée d'un message et d'un bouton ok pour la refermer). Le message est choisi par le programmeur et est passé en tant que paramètre de la méthode **alert**. Les paramètres des méthodes sont donnés à l'intérieur d'une paire de parenthèse qui suivent le nom de la méthode.

Dans cet exemple, il y a un seul paramètre, et il est de type texte. Les textes (ou chaines de caractères) sont délimité par des guillemets ou par des apostrophes (dit aussi guillemets simples).

On notera enfin la présence d'un point virgule qui marque la fin d'une instruction.

# Script simple

Voici un script simple qui contient divers éléments importants du langage javascript. Il faut s'habituer à distinguer ces éléments.

**var** pos;  
**var** speed = 1;  
**var** pos\_initial;  
  
**function** startAnim() {  
        **var** e = document.getElementById('newsbox');  
        pos\_initial = e.clientHeight + 10;  
        pos = pos\_initial;  
        setInterval(anim, 20);  
}  
  
**function** anim() {  
        **var** e = document.getElementById('newslist');  
        e.style.visibility = 'visible';  
        e.style.top = Math.floor(pos) + 'px';  
        pos = pos - speed;  
        **if**(pos < -e.clientHeight) pos = pos\_initial;  
}  
  
**function** setSpeed(n) {  
        speed = n;  
}

## Les fonctions

Le mot clé **function** marque la déclaration d'une fonction. Les accolades délimitent des blocs. Dans un premier temps, il faut être capable de discerner les instructions qui sont dans ou dehors des fonctions.

Les trois premières lignes de ce script sont trois instructions hors fonctions. (Elle appartiennent au contexte global). Les autres instructions de ce script appartiennent à leur fonctions respectives (elle sont a l'intérieur des accolades de fonctions).

Les fonctions portent un nom (ce n'est pas toujours le cas en javscript), celui-ci suit le mot clé **function**. Ce nom a été inventé par le programmeur qui a réalisé le script. Il permet de différencier les fonctions les unes des autres. Il a généralement un nom qui correspond à ce que fait la fonction. Dans ce script, il y a trois fonctions: **startAnim**, **anim**, **setSpeed**.

La fonction **setSpeed** attend un paramètre contrairement aux deux autres fonctions. Les paramètres attendus par les fonctions sont décrit par des noms séparés par des virgules (si il y en a plus d'un) et placés entre parenthèses après le nom de la fonction.

## Les points virgules

Les points virgules délimitent les instructions. Quand un code est bien écrit, on a généralement une instruction par ligne mais ce n'est pas obligatoire.

## Les opérateurs

Les caractères **+ - / \* % = < >** sont des opérateurs. Ils ont tous un rôle bien précis. Le plus fréquent d'entre-eux est l'opérateur égal **=**. Sont rôle est l'affectation. On copie toujours la valeur à droite du signe **=** dans la référence mémoire indiquée à sa gauche.

Certains opérateurs sont des mots clés du langage, comme le mot **var**. Celui-ci sert à déclarer une variable. Les variables sont des zones mémoire pouvant accueillir des valeurs (qui peuvent évoluer au fil du temps).

## Le point

Le symbole point est utilisé soit comme virgule pour les nombres soit comme séparateur pour la notation objet. C'est ce second cas qui est le plus fréquent. Par exemple **document.getElementById** signifie que **getElementById** est un élément appartenant à **document**, ou encore **e.style.top** signifie que **top** appartient à **style** qui appartient à **e**. Le point a un peu le rôle d'un slash **/** dans les urls. Il indique une forme hiérarchique.

## Mot réservés

En javascript il y a un certain nombre de [mots réservés](http://www.coursweb.ch/javascript/js-keywords.html). Dans cet exemples ils sont marqués en gras bleu foncé. Ce sont **function, var, if**. Les mots réservés sont peu nombreux en javascript. Ils ont un rôle bien précis défini par le langage javascript.

## Méthodes prédéfinies

Les méthodes sont des fonctions prédéfinies en javascript et attachées (appartenant) à des objets prédéfinis. Par exemple **Math.floor**, c'est la méthode **floor** qui appartient à l'objet **Math**. Ces méthodes et objets prédéfinis sont documentés dans les références javascript.

## Propriétés prédéfinies

Ce sont des références mémoire pouvant généralement être consultées ou modifiées (comme des variables), par exemple **e.style.visibility**. **visibility** est une propriété de **style** qui est une propriété de **e**.

## Méthode ou propriété ?

Ce qui permet de différentier une méthode (fonction) d'une propriété (variable), c'est la présence des parenthèses après le nom. **getElementById** est une méthode, alors que **clientHeight** est une propriété.

## Constantes

Dans ce script on rencontre encore des constantes qui sont soit numérique soit de type texte ici. Par exemple **newsbox** est une constante texte, parce qu'elle est entourée de guillemets (simple ou double). **1**, **10** et **20** sont des constantes numérique dans cet exemple (coloriées en rouge).

# Structures et types de données

On entend par **données** de l'information stockée en mémoire, cela peut être un nombre, un texte ou des éléments plus complexes. On entend par **structure** une manière d'organiser les données dans la mémoire.

Javascript est un langage où les données ne sont pas explicitement typées. Cela signifie que pour la personne qui lit du code source Javascript, il faudra comprendre l'usage qu'il est fait des données pour comprendre leur type.

## Structures élémentaires

Les constantes (ou valeurs en dur) sont les données les plus primitives. Elle figurent en clair dans un code. Ce sont souvent des nombres (entiers ou à virgule), des textes ou des valeurs booléennes (**true**, **false**).

Les textes sont reconnaissables par l'usage de guillemets qui les entourent. Les guillemets peuvent être simple ' ou doubles ".

alert("Bonjour je suis un texte");  
**var** a = 12;  *// 12 est un nombre entier*  
**var** b = a + 2.4 *// 2.4 est un nombre à virgule*  
**var** c = **true**; *// un booléen vrai*

On notera que c'est le symbole . (point) qui sert de virgule. Ces constantes (ou valeur en dur) sont omniprésentes dans un code javascript.

**Variables**

Les variables servent à identifier une structure de donnée (simple ou complexe) par un nom. On commence par déclarer une variable dans le programme pour la situer dans un contexte. Ensuite on lui affecte une valeur et enfin on utilise cette valeur.

Un exemple simple:

**var** a; *// Déclaration*  
a = 10; *// Affectation*  
alert(a); *// Utilisation*

La déclaration et l'affectation se font souvent en une seule instruction:

**var** a = 10;

Dans ces exemples, la variable est nommée **a**, ce nom est unique dans un même contexte et permet d'y faire référence lors de l'utilisation. On lui a affecté la constante **10** qui est un nombre entier. **alert(...)** est une fonction javascript prédéfinie qui permet d'afficher une valeur dans une fenêtre (boîte de dialogue) disposant d'un bouton OK qui permet de la fermer.

La valeur **10** est physiquement stockée quelque part dans la mémoire de l'ordinateur (cela n'a pas d'importance de savoir où dans un langage comme javascript).

Le mot variable signifie que la valeur peut varier. C'est à dire qu'au cours de l'exécution d'un programme on peut lui affecter une nouvelle valeur.

Voici un exemple:

**var** a = 10; *// Déclaration et affectation première*  
alert(a); *// première utilisation*  
a = 12; *// Nouvelle affectation*  
alert(a); *// Deuxième utilisation*

Le premier **alert** affichera **10**, le second affichera **12**. Lors de la nouvelle affectation, la valeur **10** est remplaçée par la nouvelle valeur **12**.

**Tableaux ou liste**

Les tableaux ou listes en javascript sont une manière d'organiser des données dans un ordre successif (les unes à la suites des autres).

Chaque donnée d'une liste est identifiable par le nom du tableau et sa position dans celui-ci (on parle d'index).

Exemple de déclaration d'un tableau:

**var** jours = **new** Array('Lun', 'Mar', 'Mer', 'Jeu', 'Ven', 'Sam', 'Dim');

Ici on défini une liste de 7 textes (javascript s'arrête là au niveau de sa compréhension). Pour l'humain qui lit ce code, il s'agit bien évidemment d'une énumération des abréviations des jours de la semaine dans l'ordre.

Pour accéder à un élément d'un tableau on utilise le nom du tableau et l'index de l'élément. **Attention, les indexes commencent à 0 et non à 1**

alert(jours[0]); *// affiche Lun*  
alert(jours[6]); *// affiche Dim*

Les cellules d'un tableau sont variables, il est donc tout à fait possible d'affecter à nouveau une d'entre elles, comme pour une variable.

jours[1] = 'Mardi';  
alert(jours[1]); *// Affiche Mardi*

On peut connaitre la longueur d'un tableau avec la propriété **length**

 alert(jours.length); *// Affiche 7*

Chaque cellule d'un tableau étant une variable, elle peut donc contenir une référence simple (comme un texte ou un nombre) ou une référence plus complexe tel qu'un tableau. Ceci permet de créer des tableaux à plusieurs dimensions, ou des structures de données très diverses.

**Tableaux associatifs**

Contrairement aux tableaux linéraires (listes) où les élément sont repérés par un index (leur position dans le tableau), Les tableaux associatifs permettent de repérer les éléments par une clé (qui est souvent un texte).

Exemple:

**var** tableau = **new** Array(); *// déclaration d'un tableau vide*  
tableau['nom'] = 'Moran';  
tableau['prenom'] = 'Bob';  
alert(tableau['nom']); *// affiche Moran*

**JSON Javascript Object Notation**

JSON est un format de structure de donnée pour écrire des tableaux associatifs. [JSON sur wikipedia](http://fr.wikipedia.org/wiki/JSON)

Ceci permet d'introduire des données structurée dans du code javascript de façon simple. On utilise aussi largement JSON comme format de transfert pour des requêtes AJAX.

Voici un exemple:

**var** data = {  
  'key1' : 'value1',  
  'key2' : 'value2',  
  'key3' : 'value3'  
};

Les paires clé valeurs sont séparées par une virgule. On peut accéder aux données de façon simple avec les notations suivantes:

**var** x = data.key2;  
**var** y = data['key3'];

# Structures de contrôle

En programmation, on appelle 'structures de contrôle' les éléments du langages qui permettent de gérer l'ordonnancement des instructions. Par défaut, les instructions sont exécutées dans l'ordre où elles sont écrites, les unes après les autres. C'est la **séquence**.

Parfois il est nécessaire d'exécuter un groupe d'instructions seulement si certaines conditions sont remplies. Ce sont les **tests**.

D'autres fois il faut répéter certaines séquences d'instruction plusieurs fois. Ce sont les **boucles**.

La séquence, les tests et les boucles sont les bases de l'ordonnancement.

# Tests

Un test permet d'exécuter ou non une partie de programme en fonction du résultat d'une expression. Il existe plusieurs instructions pour faire des tests, **if**, **switch** et l'opérateur ternaire **? :**. Plus d'info sur [wikibooks](http://fr.wikibooks.org/wiki/Programmation_JavaScript/Structures_de_contr%C3%B4le#Branchement_conditionnel)

**if**(expression)  
{  
  *// code exécutée si l'expression est vraie*  
}

L'expression est d'abord évaluée (calculée). Si son résultat est **true** (vrai), alors les instructions comprises dans le bloc d'accolades sont exécutées. Si le résultat de l'expression est **false** (faux) le programme continue normalement après l'accolade de fermeture.

Dans le cas où le code à exécuter est limité à une seule instruction, alors les accolades ne sont pas nécessaires.

**if**(expression) instruction;

## if et else

Dans certains cas on a besoin d'exécuter un code quand l'expression est vraie et un autre lorsque l'expression est fausse.

**if**(expression) {  
  *// ici si l'expression est vraie*  
}  
**else** {  
  *// ici si l'expression est fausse*  
}

On peut imbriquer les tests les uns dans les autres, ainsi:

**if**(expression1) {  
  *// ici si l'expression 1 est vraie*  
}  
**else** {  
  *// ici si l'expression 1 est fausse*  
  **if**(expression2) {  
    *// ici l'expression 2 est vraie*  
  }  
  **else** {  
    *// ici l'expression 2 est fausse*  
  }  
}

Le deuxième **if** est considéré comme un seule instruction (qui en comprend d'autres en interne). Ce qui fait que les accolades du **else** du premier **if** ne sont pas nécessaires. Ceci nous amène à l'écriture suivante:

**if**(expression1) {  
  *// ici si l'expression 1 est vraie*  
}  
**else** **if**(expression2) {  
  *// ici si l'expression 1 est fausse et l'expression 2 est vraie*  
}  
**else** {  
  *// ici si toutes les expressions sont fausses*  
}

[Plus d'info](http://developer.mozilla.org/fr/docs/R%C3%A9f%C3%A9rence_de_JavaScript_1.5_Core:Instructions:if...else)

## switch

Cette structure de contrôle permet d'exécuter des codes différents pour des valeurs spécifiques d'une même expression.

**switch**(expression) {  
**case** valeur1:  
  *// ici si l'expression vaut valeur 1*  
  **break**;  
**case** valeur2:  
  *// ici si l'expression vaut valeur 2*  
  **break**;  
**case** valeur3:  
  *// ici si l'expression vaut valeur 3*  
  **break**;  
**default**:  
  *// ici pour toutes les autres valeurs*  
}

Suivant la valeur de l'expression, le programme "saute" dans le **case** correspondant et exécute les instructions qui s'y trouve dans l'ordre.

On notera la présence d'une instruction **break**, celle-ci provoque la continuation du programme après l'accolade de fermeture du **switch**. Si l'on omet cette instruction alors le programme continue à travers le **case** suivant. (Ceci est rarement pratiqué)

Si aucune valeur ne correspond, ce sont les instructions dans la section **default** qui sont exécutées. Cette section est optionnelle, si on l'omet, alors le programme continue après l'accolade fermante du **switch** si aucune valeur ne correspond à l'expression.

[Plus d'info](http://developer.mozilla.org/fr/docs/R%C3%A9f%C3%A9rence_de_JavaScript_1.5_Core:Instructions:switch)

## l'opérateur ? :

Dans bien des cas on a besoin d'affecter une valeur à une variable en fonction d'une expression. Avec un **if** cela ressemblerait à ça:

**var** a;  
**if**(b>10) a=2;  
**else** a=4;

On peut utiliser l'opérateur ternaire **? :** pour alléger l'écriture.

**var** a = b>10 ? 2 : 4;

**a** prend la valeur 2 si **b** est plus grand que 10, sinon **a** prend la valeur 4.

# Boucles

Les boucles permettent d'exécuter plusieurs fois une série d'instructions. Plus de détails sur [wikibooks](http://fr.wikibooks.org/wiki/Programmation_JavaScript/Structures_de_contr%C3%B4le#Contr.C3.B4le_d.27it.C3.A9ration_.28boucles.29)

## while

**while**(expression)  
{  
  *// instructions*  
}

L'expression est d'abord évaluée (calculée). Si son résultat est **true** (vrai), alors les instructions comprises dans le bloc d'accolades sont exécutées puis on remonte au **while**. L'expression est à nouveau évaluée, si le résultat est **true** on entre à nouveau dans la boucle. Si le résultat de l'expression est **false** (faux) le programme continue normalement après l'accolade de fermeture.

Cela signifie que les instructions seront répétées tant que l'expression reste vraie. Il faut que l'expression aie une chance de devenir fausse si l'on ne veut pas avoir une boucle sans fin (plantée du prgramme). Si l'expression est fausse la première fois, alors aucune instruction de la boucle n'est exécutée et le programme continue après l'accolade de fin.

[Plus d'info](http://developer.mozilla.org/fr/docs/R%C3%A9f%C3%A9rence_de_JavaScript_1.5_Core:Instructions:while)

## do while

**do** {  
  *// instructions*  
} **while**(expression);

La différence de cette boucle est que l'on entre dedans avant la première évaluation de l'expression. Donc les instructions sont au moins exécutées une fois. Après ce premier passage de boucle, on recommence seulement si l'expression est vraie.

[Plus d'info](http://developer.mozilla.org/fr/docs/R%C3%A9f%C3%A9rence_de_JavaScript_1.5_Core:Instructions:do...while)

## for

**for**(initialisation ; expression ; modification)  
{  
  *// instructions*  
}

Cette boucle est une manière compacte d'écrire une boucle while. En effet, pour que l'expression aie une chance de passer de l'état vrai à faux, il faut souvent utiliser une variable. Cette variable doit avoir une valeur de départ et elle doit être modifiée à chaque tour de boucle. La boucle **for** permet d'écrire en une ligne: la valeur initiale de la variable, l'expression qui détermine si on rentre dans la boucle et le moyen de modifier la variable.

**for**(**var** i=0;i<5;i++) {  
  *// cette boucle tourne 5 fois, pour i valant 0, 1, 2, 3, 4*  
}

[Plus d'info](http://developer.mozilla.org/fr/docs/R%C3%A9f%C3%A9rence_de_JavaScript_1.5_Core:Instructions:for)

## for in

Permet de parcourir toutes les propriétés d'un objet.

[Plus d'info](http://developer.mozilla.org/fr/docs/R%C3%A9f%C3%A9rence_de_JavaScript_1.5_Core:Instructions:for...in)

## for each in

Permet de parcourir toutes les valeurs des propriétés d'un objet.

[Plus d'info](http://developer.mozilla.org/fr/docs/R%C3%A9f%C3%A9rence_de_JavaScript_1.5_Core:Instructions:for_each...in)

**Fonctions**

Les fonctions permettent de regrouper plusieurs instructions et de les exécuter dans un contexte propre.

On peut déclarer une fonction de différentes manières, voici des exemples:

*// fonction sans paramètre*  
**function** test1() {  
  *// insctructions*  
}  
  
*// fonction avec un paramètre*  
**function** test2(p) {  
  *// instructions*  
}  
  
*// fonction avec trois paramètres*  
**function** test3(p1, p2, p3) {  
  *// instructions*  
}

Dans ces exemples, les fonctions sont nommées **test1**, **test2** et **test3**, ces noms doivent respecter certaines règles de nommage.

Les fonctions **test2** et **test3** attendent un ou plusieurs paramètres qui doivent aussi respecter ces mêmes règles de nommage.

# Appels de fonctions

Une fonction peut être appelée (exécutée) depuis un endroit du programme avec la syntaxe suivante:

test(); *// fonction sans paramètre*  
truc(x, y); *// fonction avec des paramètres*

Dans le cas d'une utilisation normale, les paramètres attendus par la fonction sont renseignés lors de l'appel. (voir [paramètres de fonction](http://www.coursweb.ch/javascript/func-params.html))

## Valeur de retour

Une fonction javascript peut retourner une valeur à l'appelant. Voici un exemple:

**function** test() {  
  **return** 1;  
}  
  
**var** x = test(); *// x prend la valeur 1*

Ici la fonction **test** est appelée, elle retourne une valeur (grâce à **return**). Cette valeur est affecté à la variable **x**.

En javascript on ne peut pas savoir si une fonction retourne ou non une valeur. C'est la documentation (ou le code source) qui permet de le savoir. On peut très bien ignorer la valeur de retour d'une fonction qui en retournerai une.

**function** test() {  
  alert('Bonjour');  
  **return** 12;  
}  
  
test(); *// appel de fonction*

Ici on n'exploite pas la valeur de retour (**12**). Mais la fonction est tout de même exécutée et **Bonjour** est affiché.

On peut aussi tenter de traiter une hypothétique valeur de retour d'une fonction qui ne retourne rien:

**function** test() {  
  alert('Coucou');  
}  
  
**var** x = test(); *// x vaut undefined*

Dans ce cas, x prend la valeur **undefined** (non défini), mais la fonction est tout de même appelée sans provoquer d'erreur.

# Paramètres des fonctions

Les paramètres sont des informations transmises à une fonction lors d'un appel. Ces informations peuvent être différentes d'un appel à l'autre.

Exemple simple:

**function** calculeSurface(largeur, hauteur) {  
  **return** largeur \* hauteur; *// calcul la surface et la retourne*  
}

Cette fonction calcule la surface d'un rectangle. Pour ce faire, elle a besoin de connaitre la largeur et la hauteur du rectangle. Ces deux informations sont passées en paramètre.

Exemple d'utilisation:

**var** s = calculeSurface(8, 4); *// s prend 32 comme valeur*  
alert( calculeSurface(2, 3) ); *// affiche 6*

Comme on le voit ici, la fonction est appelée deux fois, mais avec des valeurs différentes. Les valeurs données lors d'un appel sont copiées dans les paramètres dans le même ordre. Lors du premier appel, largeur vaut 8 et hauteur vaut 4.

## Paramètres optionnels

En javascript il est possible de passer plus de paramètres qu'elle n'en attend dans sa signature. Il est aussi possible d'en donner moins, au même aucun. La fonction sera tout de même appelée. Cependant c'est la fonction qui doit gérer le surplus ou le manque de paramètres.

### Manque de paramètre

Si on reprend l'exemple ci-dessus pour calculer la surface d'un rectangle on pourrait admettre que si un seul paramètre est donné il s'agirait d'un carré (largeur identique à la hauteur). On peut gérer ça ainsi:

**function** calculeSurface(largeur, hauteur) {  
  **if**(**typeof** hauteur == 'undefined') hauteur = largeur;  
  **return** largeur \* hauteur; *// calcul la surface et la retourne*  
}  
  
**var** surface\_care = calculeSurface(12); *// retourne 144*

### Excédent de paramètre

Une fonction peut aussi gérer des paramètre excédentaires. Comme il n'y a pas de variable de paramètre déclarée dans la signature de la fonction elle doit utiliser le tableau **arguments** qui contient toutes les valeurs des paramètres dans l'ordre.

Voici un exemple d'une fonction qui calcule la somme de toutes les valeurs passées en paramètres. Comme le nombre de paramètres n'est pas connu d'avance, on doit utiliser une boucle.

**function** somme() {  
  **var** r = 0; *// résultat*  
  **for**(**var** i=0;i<arguments.length;i++) {  
    r += arguments[i]; *// ajoute au résultat*  
  }  
  **return** r;  
}  
  
alert( somme(1, 2, 3) ); *// affiche 6*  
alert( somme(4) ); *// affiche 4*  
alert( somme() ); *// affiche 0*

**Fonctions anonymes**

Les fonctions anonymes ne portent pas de nom. On les utilise beaucoup pour passer des fonctions de retour en paramètre, ou pour la déclarations des prototypes. Pour utiliser une fonction anonyme il faut une référence dessus.

Voici un exemple:

**var** r = **function**() { alert('Bonjour'); };

Ici un crée une fonction anonyme et on sauve sa référence dans une variable **r**.

Pour appeler la fonction on peut écrire:

r(); *// Affiche Bonjour*

**Fonctions de retour (callback functions)**

Une fonction de retour (callback) est une fonction comme les autres. Sa particularité est qu'elle est appelée par une autre qui l'a reçu en tant que paramètre. Voici une fonction qui reçoit une fonction en paramètre:

**function** test(fct\_retour) {  
  fct\_retour(); *// appel de la fonction*  
}

C'est la fonction **test** qui appelle la fonction de retour. Il est donc possible de donner différentes fonctions de retour entre deux appels successifs à la fonction test.

**function** retour1() {  
  alert('Retour 1');  
}  
  
**function** retour2() {  
  alert('Retour 2');  
}  
  
test(retour1); *// affiche 'Retour 1'*  
test(retour2); *// affiche 'Retour 2'*

On soulignera une première chose **importante**. Quand on passe une fonction en paramètre, on donne juste son nom, sans les parenthèses. La présence de parenthèses provoque un appel de fonction.

test(retour1()); *// Faux !*  
test(retour1); *// Juste*

Le premier appel ci-dessus ne passe pas la fonction retour1 en paramètre, mais le résultat retourné par celle-ci.

Dans l'exemple ci dessus on aurait pu passer une fonction anonyme en paramètre à la fonction **test** comme ceci:

test( **function**() { alert('Hello'); } );

Dans ce cas précis on préfère écrire le code ainsi:

test(  
  **function**() {  
    alert('Hello');  
  }  
);

**DHTML et DOM**

Le [DHTML](http://fr.wikipedia.org/wiki/DHTML) (Dynamique HTML) est une technologie mélangeant HTML, Javascript, CSS qui permet de rendre les pages web dynamiques. C'est à dire que leur contenu et apparence peuvent changer sans recharger la page en gérant des interactions avec l'utilisateur.

Le [DOM](http://fr.wikipedia.org/wiki/Document_Object_Model) (document object model) est un standard permettant la manipulation de documents depuis des langages informatiques. Dans le cas qui nous intéresse, le DOM représente une page XML, HTML ou XHTML. Et le langage qui la manipule est le javascript.

Il existe plusieurs versions du DOM (voir le lien ci-dessus), actuellement c'est la version [DOM-2](http://www.yoyodesign.org/doc/w3c/dom2-html/Overview.html) qui prédomine.

Le DOM est un moyen de représenter un document sous forme d'une arborescence (comparable à l'organisation des dossiers et fichiers sur un disque dur). Prenons l'exemple d'une page XHTML (épurée pour simplifier)

[**<html>**](http://december.com/html/4/element/html.html)  
  [**<head>**](http://december.com/html/4/element/head.html)  
    [**<title>**](http://december.com/html/4/element/title.html)Titre du document**</title>**  
  **</head>**  
  [**<body>**](http://december.com/html/4/element/body.html)  
    [**<h1>**](http://december.com/html/4/element/h1.html)Titre**</h1>**  
    [**<p>**](http://december.com/html/4/element/p.html)Un peu de texte**</p>**  
  **</body>**  
**</html>**

Ce qui peut être vu sous la forme de l'arborescence ci-dessous

![dom-arbo.png](data:image/png;base64,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)

Les éléments d'une page XHTML sont imbriqués les uns dans les autres. On dit qu'un élément imbriqué dans un autre est un enfant de celui-ci. L'élément principal (celui qui contient tous les autres) est appelé élément racine (root element). Ici c'est **html**.

On peut dire les affirmations suivantes concernant ce document:

* **html** est le parent direct de **head** et de **body**, ses deux enfants.
* **h1** est le premier enfant de **body**, **p** est le deuxième, il est frère de **h1**
* **title** est l'unique enfant de **head**.

Vu sous cette forme, il est plus simple de manipuler le document à l'aide de javascript. Il est possible d'ajouter, modifier ou supprimer des élements. On peut changer les attributs de chacun. On peut appliquer des styles CSS à tout ou partie des éléments.

Chaque modification du DOM est immédiatement visible dans le navigateur. Ceci sans devoir recharger une autre page web.

# Repérer les éléments

Avant de pouvoir manipuler un élément du document, il faut pouvoir le repérer (le référencer). Pour cela il faut pouvoir le trouver dans le document. Le DOM offre de nombreuses fonctionnalités pour ça.

## Le repérage par l'attribut ID

L'attribut ID d'un élément est (doit être) unique au sein d'un même document. Pour repérer un élément dont on connait l'ID on écrit:

**var** e = document.getElementById('id\_de\_l\_element');

Dans ce cas, la variable **e** prend la valeur d'une référence vers l'élément. Il est dés lors possible de manipuler cet élément en utilisant la variable e.

## Le repérage par le nom de l'élément

Chaque élément porte un nom, **h1**, **p**, **div**, etc... c'est ce que l'on appel le **tagName**. A ne pas confondre avec l'attribut **name** que peuvent avoir certains éléments.

le DOM offre une fonction **getElementsByTagName()** qui permet d'obtenir la liste de tous les éléments voulu. Par exemple:

**var** gros\_titres = document.getElementsByTagName('h1');

Cette fonction renvoie toujours un tableau d'éléments. Celui-ci peut être vide si aucun élément n'existe, il peut contenir un ou plusieurs éléments qui sont dans l'ordre dans lequel ils apparaissent dans le code source de la page.

**var** gros\_titres = document.getElementsByTagName('h1');  
**var** premier\_titre = gros\_titres[0];  
**var** second\_titre = gros\_titres[1];

## Repérage par l'attribut name

Il est aussi possible d'obtenir tous les éléments qui ont un attribut **name** de valeur spécifique. Contrairement à l'attribut **id** qui est unique, plusieurs éléments peuvent avoir le même attribut **name**. Cet attribut est généralement utilisé pour les champs de formulaires. Exemple typique, les boutons **radio**. Il y a plusieurs éléments **input** qui portent le même nom. Par exemple pour un choix de couleurs:

[<input](http://december.com/html/4/element/input.html) type='radio' name='couleur' value='rouge' /**>**  
[<input](http://december.com/html/4/element/input.html) type='radio' name='couleur' value='vert' /**>**  
[<input](http://december.com/html/4/element/input.html) type='radio' name='couleur' value='bleu' /**>**

Si l'on veut traiter ces champs on pourrait écrire:

**var** boutons = document.getElementsByName('couleur');

Ce qui dans cet exemple, nous retournerai un tableau de 3 éléments **input**

## Autres types de repérage

les fonctions du DOM pour repérer les éléments sont de bas niveau. Heureusement, de nombreuses fonctions existent dans les framework

Deux exemples qui sont souvent utiles et qui ne sont pas disponibles directement dans l'[API](http://fr.wikipedia.org/wiki/Interface_de_programmation) du DOM

* obtenir les éléments qui ont un attribut class spécifique
* obtenir les éléments qui correspondent à un selecteur CSS

# Modifier les styles CSS

Une fois que l'on a [repéré un élément](http://www.coursweb.ch/javascript/elements-matching.html) on peut agir sur les styles CSS de celui-ci. Ceci par deux moyens principaux:

## La propriété className

Cette propriété permet d'agir sur l'attribut **class** d'un élément. Pour rappel, cet attribut permet d'associer des styles défini dans des feuilles de style aux éléments. Pour autant qu'il y aie un sélecteur qui corresponde. On peut associer plusieurs classes CSS à un élément en les séparant par un espace.

**var** e = document.getElementById('logo');  
e.className = 'gros';

Ce code fixe l'attribut class à **gros** pour l'élément dont l'id est **logo**

Si l'élément en question disposait déjà d'un attribut class, celui-ci est remplacé. C'est pourquoi certains frameworks proposent des fonctions plus évoluées qui permettent d'ajouter ou de retirer un réglage à l'attribut class (en gérant les espaces entre les noms de classes des qu'il y a plus d'un réglage).

## La propriété style

La propriété style permet d'accéder finement aux styles qui concernent un élément particulier, de façon similaire à l'attribut style dans une balise.

**var** e = document.getElementById('logo');  
e.style.color = 'red';  
e.style.backgroundColor = 'yellow';  
e.style.fontSize = '12px';

L'usage de la propriété **style** est simple à deux exception près:

1) Les propriété CSS qui sont faites de mots composés, tel que **background-color** ne peuvent s'écrire ainsi en javascript, c'est pourquoi il faut supprimer le tiret (signe moins) et mettre en majuscule la lettre qui le suit, par exemple: **backgroundColor**.

2) Certains noms de styles sont en conflit avec des [mots réservés du langage javascript](http://www.coursweb.ch/javascript/js-keywords.html), par exemple **float** dans ce cas de figure il faudra utiliser le nom **styleFloat** pour IE et **cssFloat** pour les autres navigateurs. Cette différence entre navigateurs est peu pratique à gérer. Il est souvent plus simple d'utiliser la propriété **className** et de régler le **float** dans la classe correspondante.

# Les événements

Les éléments contenus dans une page web ont pour la plupart la possibilité de détecter certaines actions de l'utilisateur comme le click de la souris, les touches clavier et bien d'autres. Ces événements peuvent être rattaché à une fonction javascript qui est appelée lorsque l'événement se produit.

Voici quelques exemples d'événement

|  |  |
| --- | --- |
| onmousedown | Appui sur un bouton de la souris |
| onmouseup | Relâchement d'un bouton de la souris |
| onmousemove | Déplacement de la souris |
| onmouseover | Entrée sur un élément |
| onmouseout | Sortie d'un élément |
| onkeypress | Appui d'une touche qui produit un caractère |
| onkeydown | Touche enfoncée |
| onkeyup | Touche relâchée |
| onclick | Click souris ou action par la touche Entrée de l'élément qui a le focus |
| onload | Chargement de la page |
| onsubmit | Envoi de formulaire |
| onfocus | Réception du focus |
| onblur | Perte du focus |

## Model de gestion des événements

La gestion des événements dans un navigateur est assez complexe. Pour en savoir d'avantage [suivre ce lien](http://www.yoyodesign.org/doc/w3c/dom2-events/Overview.html)

Il y a trois concepts importants à comprendre dans la gestion des événements. La capture, la remontée (bubbling) et le traitement par défaut. Imaginons une page html simple dont le code serait le suivant:

[<body>](http://december.com/html/4/element/body.html)  
  [<div>](http://december.com/html/4/element/div.html)  
    [<img](http://december.com/html/4/element/img.html) src='...' /**>**  
  **</div>**  
**</body>**

Et voici une représentation de cette page
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Il faut voir les éléments comme disposés en couches. Les enfants étant plus en haut que les parents.

## La remontée des événements (bubbling)

Lorsque l'utilisateur clique sur l'image, l'événement va se propager vers les éléments parents. Il peut être traité par l'image, par le div ou par le body.

Si une fonction javascript est attachée au onclick de l'image, celle-ci sera appelée en priorité. Si une autre fonction est attachée au onclick du div, elle sera aussi exécutée, mais après celle de l'image.

Si une fonction décide de stopper la propagation, alors l'événement ne sera plus accessible aux éléments parents.

## La capture

Avant que l'image ne soit informée du click, les éléments sont consultés dans l'ordre de parenté (ici: body, div, img) pour savoir si l'un d'entre eux a demandé une capture de l'événement.

Si par exemple, le div a demandé la capture du onclick, alors l'image ne sera pas informée du click (la fonction javascript attachée ne sera donc pas exécutée). Par contre, la fonction attachée au div le sera. Et l'événement remontera vers le body. (pour autant que la fonction du div n'aie pas demander de stopper la propagation)

## Le comportement par défaut

Certains événement souris ou clavier ont un comportement par défaut. Deux exemples:

1) Si on clique droite sur une image, un menu contextuel apparaît pour permettre entre autre d'enregistrer l'image sur le disque.

2) Quand on utilise la combinaison de touches **CTRL + V** et qu'un champ de formulaire a le focus, on colle ce qui est dans le presse papier dans ce champ.

Il est tout a fait possible de déclencher une action personnalisée quand l'utilisateur clique droite sur une image, mais cette action sera suivie du traitement par défaut de l'événement, soit l'apparition du menu contextuel.

Pour palier à ce problème il est possible d'empêcher le comportement par défaut d'un événement.

**Attacher des évènements**

On parle ici d'attacher une fonction javascript qui doit être exécutée lorsqu'un évènement se produit. Il existe plusieurs façons de procéder. Voici l'ancienne méthode que l'on rencontre encore dans beaucoup de pages web existantes.

[**<h1**](http://december.com/html/4/element/h1.html) onclick='test();'**>**Titre**</h1>**

Ici on dit que la fonction **test** doit être appelée lorsque l'utilisateur clique sur l'élément **h1**.

Cette manière de faire n'est plus conseillée, il est préférable d'attacher l'évènement depuis javascript. On modifierait le code html ainsi:

[**<h1**](http://december.com/html/4/element/h1.html) id='toto'**>**Titre**</h1>**

Puis en javascript on peut écrire:

**var** e = document.getElementById('toto');  
e.onclick = test;

Dans cet exemple, on repère l'élément voulu (ici grâce à son id). Puis on affecte à la propriété **onclick** une référence vers la fonction **test**. Attention de ne pas écrire **test()**, ceci appellerai la fonction **test** immédiatement puis affecterai son résultat à la propriété **onclick**.

Le problème avec cette approche (tout comme la précédente), c'est que l'on est limité à une seule fonction pour réagir au click sur un élément.

La manière moderne c'est l'utilisation de la méthode [addEventListener](http://developer.mozilla.org/fr/docs/DOM:element.addEventListener) que l'on pourrait traduire par "ajouter un écouteur d'évènement". Cette méthode permet donc de lier plusieurs fonctions pour un même évènement.

Malheureusement, Internet Explorer ne respecte pas ce standard du w3c et propose une méthode alternative [attachEvent](http://developer.mozilla.org/fr/docs/DOM:element.addEventListener#Internet_Explorer) qui ne supporte pas la phase de capture dans la gestion des évènements.

Pour palier à ce problème d'incompatibilité, les frameworks proposent souvent une fonction de ce type:

**function** addEvent(e, evType, fn) {  
  **if**(e.addEventListener) {  
    e.addEventListener(evType, fn, **false**); *// sans capture*  
    **return** **true**;  
  } **else** **if** (e.attachEvent) {  
    **var** r = e.attachEvent("on"+evType, fn);  
    **return** r;  
  } **else** { **return** **false**; }  
}

Ici, on test si addEventListener est supportée si oui on l'utilise, sinon on utilise attachEvent. On notera aussi que le paramètre **evType** correspond au nom de l'évènement sans le **on** qui le précède. (onclick devient juste click).

Voici un exemple qui assigne deux fonctions au chargement de la page:

addEvent(window, 'load', fonction1);  
addEvent(window, 'load', fonction2);

C'est un cas très fréquent d'assigner plusieurs fonctions au chargement de la page (évènement onload de window), c'est moins fréquent d'assigner plusieurs fonctions quand on clique sur une image ou un lien.

Quoi qu'il en soit, il est recommandé d'utiliser cette dernière manière de faire car elle évite des problèmes lorsque plusieurs scripts (notamment des librairies de divers horizons) sont utilisées dans une même page.

# Traiter les évènements

Une fonction attachée à un évènement reçoit en paramètre un objet qui hérite de l'interface [Event](http://www.yoyodesign.org/doc/w3c/dom2-events/events.html#Events-interface). Cet objet permet d'obtenir des informations supplémentaires sur l'évènement.

**function** handleClick(event) {  
  *// traitement*  
}

Une fois encore, Internet Explorer diffère du standard. Si bien que l'objet n'est pas passé en tant que paramètre mais réside dans une variable de l'objet **window**. Pour récupérer l'objet **Event** dans tous les cas de figure on peut écrire:

**function** handleClick(event) {  
  **var** event = event || window.event;  
}

Cette notation crée une variable locale dont la valeur est **event** si celui-ci est défini ou **window.event** dans le cas contraire, ce qui résouts notre problème de manière assez élégante.

L'objet Event (qui en réalité est une interface) est la base pour les différents type d'évènements (souris, clavier, etc.)

Parmis les informations importantes qu'il comporte il y a la propriété **target** qui permet de savoir quel élément html est le premier concerné par l'évènement. Dans le cas où on attache onclick à un div qui contient une image, **target** représentera l'image si on clique dessus, et le div si on clique sur le div mais pas sur l'image.

Là aussi il faut traiter le cas d'Internet Explorer qui utilise la propriété srcElement.

**function** handleClick(event) {  
  **var** event = event || window.event;  
  **var** target = event.target || event.srcElement;  
}

## Traiter les évènements souris

Dans le cas d'un mousedown, mousemove etc... on peut obtenir des informations tel que la position de la souris, quel bouton a été cliqué etc... Ceci grâce à l'objet **Event** qui est de type [MouseEvent](http://www.yoyodesign.org/doc/w3c/dom2-events/events.html#Events-eventgroupings-mouseevents)

**function** handleMouseMove(event) {  
  **var** event = event || window.event;  
  **var** x = event.screenX; *// position de la souris sur l'écran*  
}

## Traiter les évènements clavier

Les évènements clavier souffrent d'un manque de standard pour le moment. On peut toujours essayer d'obtenir le code de la touche avec:

**function** handleKey(event) {  
  **var** event = event || window.event;  
  **var** touche = event.keyCode;  
}

Mais aussi **event.charCode** ou **event.which**, lire ces articles pour comprendre les problèmes de compatibilité:

<http://dev.webnaute.net/DOM/Events/keyboardEvent/> <http://www.brainjar.com/dhtml/events/default4.asp>

## Stopper la propagation (bubbling)

Pour empêcher le traitement de l'évènement par les parents on peut écrire:

**function** handleClick(event) {  
  **var** event = event || window.event;  
  **if** (event.stopPropagation) { *// Standard*  
    event.stopPropagation();  
  } **else** { *// Pour IE*  
    event.cancelBubble = **true**;  
  }  
}

## Empêcher le traitement par défaut

**function** handleClick(event) {  
  **var** event = event || window.event;  
  **if** (event.preventDefault) { *// Standard*  
    event.preventDefault();  
  } **else** { *// Pour IE*  
    event.returnValue = **false**;  
  }  
}

# Objets

Un objet décrit un ensemble de données (propriétés) et/ou de fonctions (méthodes) encapsulés ensembles. La programmation orientée objet permet de résoudre certains problèmes de manière plus élégante (plus rentable) que auparavant, mais elle ne remplace pas la programmation traditionnelle, c'est un complément.

Il faut faire la différence entre un objet et une instance. Par analogie on pourrait dire qu'un nombre entier est un objet et que les nombres 12, 423, etc.. sont des instances. Ou alors qu'un rectangle est un objet et qu'un rectangle de 13cm par 5cm est une instance.

L'objet est abstrait, généraliste. L'instance est réelle concrète.

L'objet décrit ce qui le caractérise, en terme de propriétés (variables membre) et de méthodes (fonction membres)

# Prototypes

En javascript on crée des objets d'une manière un peu différente des langages orientés objets purs (Java, PHP, C++). On dit que javascript n'est pas vraiment un langage orienté objet mais qu'il est un langage à prototypes. Ceci n'empêche pas pour autant de reproduire ce que l'on peut faire avec un langage orienté objet pur, et cela a aussi des avantages propre aux langages à prototypes qui permettent de faire des choses très intéressantes.

l'opérateur **this** permet d'accéder aux propriétés (ou fonctions membres) appartenant à l'instance d'un objet.

## Une fonction "est un objet"

Pour créer un objet en javascript on utilise une fonction.

*// Déclare une fonction constructeur*  
**function** Rectangle(largeur, hauteur) {  
  **this**.largeur = largeur; *// sauve la largeur dans l'instance*  
  **this**.hauteur = hauteur; *// sauve la hauteur dans l'instance*  
}  
  
**var** r1 = **new** Rectangle(10, 4); *// crée un instance*  
**var** r2 = **new** Rectangle(12, 8); *// crée une autre instance*

Les variables r1 et r2 sont des références vers des instances de **Rectangle**. On peut accéder au propriétés des instances de cette manière:

alert(r1.largeur); *// affiche la largeur du rectangle r1*  
alert(r2.hauteur); *// affiche la hauteur du rectangle r2*

On utilise l'opérateur **new** pour demander de créer une instance. Chaque instance occupe un peu de mémoire pour stocker les propriétés qui lui sont propre. Deux instances d'un même objet diffèrent par la valeur de leur propriétés. Il est possible qu'il existe des instances qui ont les mêmes valeurs, on parle alors de clones.

## Ajouter des méthodes

Pour ajouter des méthodes à un objet, on étend son prototype:

Rectangle.prototype.surface = **function**() {  
  **return** **this**.largeur \* **this**.hauteur;  
}

Ceci permet de calculer la surface de nos rectangle r1 et r2 ainsi:

alert( r1.surface() ); *// affiche 40*  
alert( r2.surface() ); *// affiche 96*

## Définir le prototype en une fois

Afin de coder toutes les méthodes de façon compact on peut utiliser [JSON](http://www.coursweb.ch/javascript/json.html) pour définir le prototype complètement

Rectangle.prototype = {  
  surface: **function**() {  
    **return** **this**.largeur \* **this**.hauteur;  
  },  
  
  perimetre: **function**() {  
    **return** (**this**.largeur + **this**.hauteur) \* 2;  
  }  
};

# Etendre des objets

En javascript il est possible d'ajouter des fonctionnalités à des objets (les vôtres ou ceux qui sont existants), Sur certains navigateurs il est aussi possible d'étendre les objets du DOM.

Pour étendre un objet on ajoute une fonction à son prototype, par exemple on peut étendre l'objet String avec une fonctionnalité qui permettrait de compter certains caractères.

String.prototype.countChars = **function**(c) {  
  **var** cpt = 0;  
  **for**(**var** i=0;i<this.length;i++) {  
    **if**(**this**.charAt(i)==c) cpt++;  
  }  
  **return** cpt;  
}  
  
**var** t = "Je suis un texte";  
alert(t.countChars(' ')); *// affiche 3*

## Particularité d'un langage à prototypes

Dans le code suivant on déclare un objet puis on crée deux instances **a** et **b**. Ensuite on ajoute une propriété au prototype de l'objet **Test**. Cette nouvelle caractéristique est disponible pour toutes instances (déjà crées ou pas encore crées).

**function** Test() { *// crée un objet Test*  
  **this**.abc = 444; *// initialise une propriété*  
}  
  
**var** a = **new** Test(); *// crée une instance*  
**var** b = **new** Test(); *// crée une instance*  
Test.prototype.toto = 12; *// ajoute un propriété au prototype*  
a.titi = 4; *// modifie une propriété de l'instance a*  
  
alert(a.toto); *// affiche 12*  
alert(a.titi); *// affiche 4*  
alert(b.toto); *// affiche 12*  
alert(b.titi); *// affiche undefined*

On observera que le fait d'affecter une propriété quelconque à une instance (ici **a.titi = 4**) n'affecte que l'instance **a** et non le prototype de l'objet **Test**.

**Apply et Call**

Lorsqu'une fonction est exécutée elle est liée à une instance d'un objet. Elle peut accéder aux propriétés et méthodes de cette instance avec l'opérateur **this**, par exemple:

**function** test() {  
  **this**.x = 12; *// modifie la propriété x de l'instance*  
  alert(**this**.y); *// affiche la valeur de la propriété y de l'instance*  
  **this**.toto(); *// appelle la fonction toto de l'instance*  
}

Contrairement aux langages de POO classiques, une fonction javascript peut "appartenir" à plusieurs objets. Et donc être appelée dans des contextes d'instances différents, on peu utiliser **apply** et **call** pour réaliser ça.

**function** getHtmlColor() {  
  **return** "#" + **this**.couleur;  
}  
  
**function** Voiture(code\_couleur) {  
  **this**.couleur = code\_couleur;  
}  
  
**function** Rectangle(larg, haut, rgb) {  
  **this**.couleur = rgb;  
  **this**.largeur = larg;  
  **this**.hauteur = haut;  
}  
  
**var** v = **new** Voiture('ccff33');  
**var** r = **new** Rectangle(10, 12, 'ff0033');  
  
alert( getHtmlColor.apply(v) ); *// affiche #ccff33*  
alert( getHtmlColor.apply(r) ); *// affiche #ff0033*

La fonction getHtmlColor fait usage de l'opérateur **this** qui lui permet d'accéder à la propriété **couleur** de l'instance. L'instance concernée correspond à la variable **v** ou **r** donnée comme paramètre de **apply**.

**apply** et **call** fonctionnent de la même manière à une différence. La manière de passer les paramètres à la fonction appelée. **apply** attend deux paramètres, le premier étant une référence à l'instance, le deuxième étant un tableau contenant les arguments. **call** attend au moins un paramètre (celui de l'instance) et propage les paramètres reçus en excédent à la fonction appelée.

une\_fonction.apply(instance, tableau);  
une\_fonction.call(instance, p1, p2, p3, ...);

**Closure (fermeture)**

Dans le cas typique des fonctions évènementielles, on a pas la maitrise des paramètres qui leurs sont envoyés. En effet, c'est le gestionnaire d'évènement qui donne les paramètres au moment de l'appel. Celui-ci se limite d'ailleurs à ne donner qu'un paramètre, une référence à un objet Event.

**function** handleClick(event) {  
  *// traiement de l'évènement*  
}  
  
addEvent(un\_element, 'click', handleClick);

Dans certains cas on souhaite utiliser une fonction qui traite un évènement et lui donner des paramètres différents.

**function** getClickHandler(x, y) {  
  **var** z = 12;  
  **return** **function**(event) {  
    alert(x + y + z);  
  }  
}  
  
addEvent(un\_element, 'click', getClickHandler(3,4));  
addEvent(un\_autre\_element, 'click', getClickHandler(5,3));

Ici nous sommes en présence d'une closure et d'une fonction anonyme imbriquée. Celle-ci a accès aux variables et paramètres de la fonction imbriquante **getClickHandler**.

Ainsi il est possible d'attacher une fonction évènementielle paramétrée. La fonction interne sera appelée au moment de l'évènement mais elle aura toujours accès au variables et paramètres de sa fonction imbriquante quand bien même celle-ci a terminé son exécution depuis.

**Evènements et instances**

Les fonctions liées à des éléments du DOM sont appelées lors du déclenchement d'un évènement avec un contexte d'instance qui représente l'élément du DOM. C'est souvent pratique, mais si l'on a besoin de gérer d'autre informations c'est parfois réducteur.

Voici un exemple d'objet qui sert à compter le nombres de clics sur un élément DOM et qui affiche un message après 10 clics.

**function** Compteur(element) {  
  **this**.counter =  10; *// variable pour compter*  
  addEvent(element, 'click', **this**.count); *// attache l'évènement*  
}  
  
Compteur.prototype.count = **function**() {  
  **this**.counter--; *// diminue counter de 1*  
  **if**(**this**.counter==0) alert('Message');  
}  
  
*// crée un compteur pour un élement*  
**new** Compteur( document.getElementById('element1') );  
*// crée un autre compteur pour un autre élément*  
**new** Compteur( document.getElementById('element2') );

Dans cet exemple il y a deux instances de l'objet **Compteur**. Le problème se situe au niveau de la fonction **count**, celle-ci est attachée au gestionnaire d'évènements et sera appelée quand on clic sur l'élément DOM lié.

**this** fait référence à l'élément du DOM et non à l'instance de l'objet **Compteur**. Ainsi **this.counter** fait référence à la propriété **counter** de l'élément du DOM. Cette propriété n'existe pas dans un élément DOM.

**apply** et **call** permettent de palier à ce problème. On attachera une fonction anonyme au gestionnaire d'évènement qui s'occupera de la liaison (binding).

**function** Compteur(element) {  
  **this**.counter =  10; *// variable pour compter*  
  **var** instance = **this**; *// crée une 'closure'*  
  addEvent(element, 'click', **function**() {  
    instance.count.apply(instance);  
  });  
}

**Binding**

Le binding est une technique permettant d'associer une instance d'un objet à une fonction par le biais d'une closure.

L'idée consiste à étendre le prototype de l'objet Function directement et de lui offire une méthode facilitant la liaison.

**Function**.prototype.bind = **function**(context) {  
  **var** m = **this**; *// référence l'instance de Function*  
  **return** **function**() {  
    **return** m.apply(context, arguments);  
  }  
}

Maintenant chaque fonction dispose d'une nouvelle méthode **bind**. Dans l'exemple de la page [précédente](http://www.coursweb.ch/javascript/event-instance.html) on avait utilisé **apply** pour faire l'appel. Dés maintenant il est plus simple d'écrire ceci:

**function** Compteur(element) {  
  **this**.counter =  10; *// variable pour compter*  
  addEvent(element, 'click', **this**.count.bind(**this**));  
}

**addEvent** ne reçoit plus une référence direct à **this.count** mais reçoit une référence à la fonction interne anonyme. Lorsque l'évènement se produit, c'est ce code qui sera d'abord exécuté:

**return** m.apply(instance, arguments);

Ce code invoque la méthode **apply** de l'instance **m**. **m** est connu de la fonction grâce à la [closure](http://www.coursweb.ch/javascript/closure.html). **m** correspond à l'instance de la fonction this.count dans ce cas. C'est donc this.count qui sera appelé.

Le premier paramètre de **apply** est l'instance souhaitée en tant que contexte. C'est le premier paramètre passé à **bind**. En l'occurrence c'est **this** lors de l'appel à **addEvent**. Dans ce contexte **this** référencie l'instance de **Compteur**.

# AJAX

AJAX est l'acronyme pour Asynchronous Javascript and XML, ce n'est pas un langage, c'est une technologie qui utilise différents langages et sous technologies.

Avant AJAX, une application web (ou site web) imposait à l'utilisateur de devoir recharger une page entière après chaque interaction. Ceci impliquait la nécessité d'attendre que le résultat soit revenu du serveur avant de pouvoir faire une autre interaction. Ce résultat représentant une page complète, il était souvent long à transférer. De ce fait les applications web ont souvent été considérées comme peu réactives en comparaison avec les applications locales.

Depuis AJAX il est possible pour le navigateur de dialoguer avec le serveur sans changer de page web. De plus il est possible de modifier des parties de page web après leur affichage et ceci sans les recharger complètement. Mais c'est n'est pas la seule révolution. Une amélioration significative de la gestion des évènements utilisateur en javascript, les nouvelles possibilités de [CSS](http://fr.wikipedia.org/wiki/Feuilles_de_style_en_cascade) et la nouvelle souplesse du [DOM](http://fr.wikipedia.org/wiki/Document_Object_Model) sont intimement liés à la naissance d'AJAX.

AJAX est la brique qui manquait pour pouvoir réaliser des applications web de qualité qui peuvent concurrencer leur équivalent locaux. On est encore loin de réaliser des outils comme Photoshop sous forme d'application Web. Par contre cela fait longtemps de les webmails n'ont plus rien à envier au clients mail locaux. Aujourd'hui apparaissent des applications web qui concurrence directement Word et Excel.

[AJAX sur Wikipedia](http://fr.wikipedia.org/wiki/AJAX)

**Requêtes serveur**

Pour envoyer des requêtes [HTTP](http://fr.wikipedia.org/wiki/HTTP) au serveur, on utilise le plus souvent l'objet [XMLHttpRequest](http://fr.wikipedia.org/wiki/XMLHttpRequest) bien qu'il existe d'autres [alternatives](http://ajaxpatterns.org/XMLHttpRequest_Call#Alternatives).

Il y a malheureusement une différence entre les navigateurs pour obtenir une instance de l'objet. C'est pourquoi on crée généralement une fonction permettant de l'obtenir et traitant les différences. Voici un exemple d'une telle fonction:

**function** getXhr() {  
  **try** { **return** **new** XMLHttpRequest(); } **catch** (e) { } *// Standard*  
  **try** { **return** **new** ActiveXObject("Msxml2.XMLHTTP"); } **catch** (e) { }  
  **try** { **return** **new** ActiveXObject("Microsoft.XMLHTTP"); } **catch** (e) { }  
  **return** **null**;  
}

Une fois l'instance créée on peut faire des requêtes HTTP pour obtenir des fichiers depuis le serveur. Attention, seules les requêtes adressées au même domaine d'où provient le script sont autorisées (pour des raisons de sécurité).

Lors de l'envoi d'une requête, il faut donner une référence à une fonction qui gèrera la réponse. Cette fonction sera appelée pour les différents états de progression de la requête. A savoir:

|  |  |
| --- | --- |
| 0 | non initialisé |
| 1 | ouverture. La méthode open() a été appelée avec succès |
| 2 | envoyé. La méthode send() a été appelée avec succès |
| 3 | en train de recevoir. Des données sont en train d'être transférées, mais le transfert n'est pas terminé |
| 4 | terminé. Les données sont chargées |

Généralement c'est l'étape 4 qui nous intéresse. C'est à cet instant que l'on peut traiter les données. Pour autant que la réponse soit du type 200 (code HTTP qui signifie que tout c'est bien passé).

Voici un exemple de fonction qui traite la réponse:

**function** response(xhr) {  
  **if** (xhr.readyState==4) {  
    **if** (xhr.status==200) {  
      *// Traitement de la réponse*  
      alert(xhr.responseText);  
    }  
  }

Cette fonction est en réalité appelée pour chaque étape de la requête. C'est pourquoi il y a un premier **if** qui test que c'est bien l'étape 4 (terminé). A l'intérieur on test le code HTTP de réponse. Si les deux tests passent, alors on peut traiter les données reçues.

Voici un exemple qui utilise les deux fonctions précédentes pour charger un fichier texte.

**var** xhr = getXhr();  
xhr.onreadystatechange = response; *// fonction de traitement*  
xhr.open("GET", "/fichier.txt", **true**); *// prépare une requête asynchrone*  
xhr.send(**null**); *// envoie la requête*

[Plus d'info sur XMLHttpRequest](http://www.openweb.eu.org/articles/objet_xmlhttprequest/)

# Ajax et le référencement

Par nature, une requête Ajax fait appel à Javascript pour obtenir une ressource. Donc les moteurs de recherche ne sont pas capable aujourd'hui de suivre ces liens.

Prenons l'exemple d'un site Web de trois pages utilisant Ajax pour charger le contenu des pages sans recharger la totalité de la page affichée (habillage et navigation sont conservés).

La navigation pourrait ressembler à Ceci:

[<ul](http://december.com/html/4/element/ul.html) id='nav'**>**  
  [<li>](http://december.com/html/4/element/li.html)[<a](http://december.com/html/4/element/a.html) href='javascript:load("page1.html")'**>**Page 1**</a></li>**  
  [<li>](http://december.com/html/4/element/li.html)[<a](http://december.com/html/4/element/a.html) href='javascript:load("page2.html")'**>**Page 2**</a></li>**  
  [<li>](http://december.com/html/4/element/li.html)[<a](http://december.com/html/4/element/a.html) href='javascript:load("page3.html")'**>**Page 3**</a></li>**  
**</ul>**

Dans un site web traditionnel la navigation ressemblerai plutôt à ceci:

[<ul](http://december.com/html/4/element/ul.html) id='nav'**>**  
  [<li>](http://december.com/html/4/element/li.html)[<a](http://december.com/html/4/element/a.html) href='page1.html'**>**Page 1**</a></li>**  
  [<li>](http://december.com/html/4/element/li.html)[<a](http://december.com/html/4/element/a.html) href='page2.html'**>**Page 2**</a></li>**  
  [<li>](http://december.com/html/4/element/li.html)[<a](http://december.com/html/4/element/a.html) href='page3.html'**>**Page 3**</a></li>**  
**</ul>**

Pour palier au problème du référencement, les moteurs de recherche devraient avoir accès à cette deuxième version.

Les deux ne sont pas incompatibles techniquement. Il suffit de produire un code html pour les moteurs de recherche et de court-circuiter les liens avec Javascript pour faire des chargement via Ajax.

**function** initNav() {  
  **var** nav = document.getElementById('nav');  
  **var** liens = nav.getElementsByTagName('A');  
  **for**(**var** i=0;i<liens.length;i++) liens[i].onclick = load;  
}

La fonction initNav doit être exécutée au chargement de la page et la fonction load doit interrompre le traitement par défaut du click et nous avons résolu notre premier problème.

## Fonctionnement sans Javascript

Si javascript est désactivé alors les urls définis dans le href vont être utilisés quand on clique sur les liens. Le navigateur devra recevoir un contenu de page complet (de même pour les moteurs de recherche).

Dans le cadre d'une application Ajax les contenus que l'on souhaite charger sont partiels (pas de DOCTYPE, ni de body), juste le contenu, c'est à dire des fragments html.

Pour palier à ce problème il faut pouvoir produire les deux types de contenu depuis le serveur. Le plus simple étant de séparer les fragments html dans des fichiers distincts et de travailler avec un model html contenant l'habillage du site et sa navigation mais sans contenu.

Exemple de structure du site:

model.html  
fragments/page1.html  
fragments/page2.html  
fragments/page3.html  
index.php

La page model.html pourrait ressembler à ceci

<!DOCTYPE ...>  
[<html](http://december.com/html/4/element/html.html) ...**>**  
  [<head>](http://december.com/html/4/element/head.html)...**</head>**  
  [<body>](http://december.com/html/4/element/body.html)  
    [<ul](http://december.com/html/4/element/ul.html) id='nav'**>**  
      [<li>](http://december.com/html/4/element/li.html)[<a](http://december.com/html/4/element/a.html) href='page1.html'**>**Page 1**</a></li>**  
      [<li>](http://december.com/html/4/element/li.html)[<a](http://december.com/html/4/element/a.html) href='page2.html'**>**Page 2**</a></li>**  
      [<li>](http://december.com/html/4/element/li.html)[<a](http://december.com/html/4/element/a.html) href='page3.html'**>**Page 3**</a></li>**  
    **</ul>**  
    [<div](http://december.com/html/4/element/div.html) id='contenu'**>**[[CONTENU]]**</div>**  
  **</body>**  
**</html>**

On peut utiliser php pour produire les page avec un code du genre:

$page = $\_GET['page'];  
$fragment = [file\_get\_contents](http://www.php.net/file_get_contents)("fragments/$page");  
$model = [file\_get\_contents](http://www.php.net/file_get_contents)('model.html');  
[echo](http://www.php.net/echo) [str\_replace](http://www.php.net/str_replace)('[[CONTENU]]', $fragment, $model);

Les urls produisants des pages complètes sont de la forme: **index.php?page=page1.html** et ceux permettant d'obtenir des fragments sont ainsi: **fragments/page1.html** (ceux-ci ne seront jamais indexés)

En utilisant l'[url rewriting](http://fr.wikipedia.org/wiki/.htaccess) on peut facilement transformer les urls comme **page1.html** en **index.php?page=page1.html**

Nous avons maintenant une application totalement fonctionnelle sans javascript et qui peut être référencée par les moteurs de recherche.

## Gestion de l'url avec Ajax

Pour éviter le rechargement de la page avec Ajax on ne peut pas se permettre de changer l'url de la page, ce qui rentre en conflit avec ce qui a été écrit plus haut et avec une règle qui dit qu'à chaque contenu doit correspondre un url et réciproquement.

Heureusement il est possible de modifier l'ancre d'un url sans recharger la page. (les ancres servant initialement à se déplacer dans une même page).

On peut modifier l'url de la barre d'adresse du navigateur en javascript sans recharger la page en appliquant une ancre avec **document.location.replace('#page1.html')** Ceci doit être fait après chaque requête Ajax qui charge un nouveau contenu.

Les urls de notre application Ajax ressemblent donc à

/#page1.html  
/#page2.html  
/#page3.html

Il est important que l'application Ajax examine l'url du navigateur lors du premier chargement de la page de manière à charger le bon contenu. Ces urls comportant des ancres peuvent être utilisés suite à la mise en favoris d'une page par exemple.

## Conflit lors de l'arrivée sur le site par une page référencée.

Si on arrive sur le site par l'url page2.html référencé par un moteur de recherche il n'y a pas d'ancre, l'application Ajax pourrait traiter ce cas et charger le contenu de la page2 initialement. Mais ensuite quand on navigue dans le site sur la page3 on aurait un url **page2.html#page3.html** ce qui n'est pas très cohérent d'une part, et qui contredit la règle d'unicité entre le contenu et les urls d'autre part.

L'application Ajax devrait donc faire une redirection en javascript vers l'url **/#page2.html** aussi vite que possible, avant l'affichage du corps de la page (en plaçant un script dans l'entête).

## Exemple fonctionnel

Voici un petit exemple fonctionnel à placer sur votre serveur (qui doit supporter le .htaccess pour l'url rewriting) [Télécharger](http://www.coursweb.ch/sections/javascript/files/ajax-referencement.zip) (2.58 ko)

**Validation de formulaire**

Exemple de formulaire html

[**<form**](http://december.com/html/4/element/form.html) id='f1' action='test.php' method="get"**>**  
[**<label**](http://december.com/html/4/element/label.html) class='req' for='f1\_nom'**>**Nom**</label>**  
[**<input**](http://december.com/html/4/element/input.html) id='f1\_nom' type="text" name="nom" /**>**  
[**<label**](http://december.com/html/4/element/label.html) for='f1\_prenom'**>**Prénom**</label>**  
[**<input**](http://december.com/html/4/element/input.html) id='f1\_prenom' type="text" name="prenom" /**>**  
[**<label**](http://december.com/html/4/element/label.html) class='req' for='f1\_ec'**>**Etat civil**</label>**  
[**<select**](http://december.com/html/4/element/select.html) name='etat\_civil' id='f1\_ec'**>**  
  [**<option**](http://december.com/html/4/element/option.html) value=''**>**--Choisir--**</option>**  
  [**<option**](http://december.com/html/4/element/option.html) value='Cel'**>**Célibataire**</option>**  
  [**<option**](http://december.com/html/4/element/option.html) value='Mar'**>**Marié**</option>**  
  [**<option**](http://december.com/html/4/element/option.html) value='Div'**>**Divorcé**</option>**  
**</select>**  
[**<input**](http://december.com/html/4/element/input.html) type="submit" value="Envoyer" /**>**  
**</form>**

Exemple de script de validation de formulaire

**var** TXT\_ERRMSG\_REQUIRED = "Le champ '{0}' est requis";  
  
*// affiche un message en substituant les parametre à un message type*  
**function** \_message(message) {  
        **for**(**var** i=1;i<\_message.arguments.length;i++) {  
                message = message.replace('{'+(i-1)+'}', \_message.arguments[i]);  
        }  
        window.alert(message);  
}  
  
**function** addEvent(e, evType, fn) {  
  **if**(e.addEventListener) {  
    e.addEventListener(evType, fn, **false**); *// sans capture*  
    **return** **true**;  
  } **else** **if** (e.attachEvent) {  
    **var** r = e.attachEvent("on"+evType, fn);  
    **return** r;  
  } **else** { **return** **false**; }  
}  
  
addEvent(window, 'load', initialisation);  
  
**function** initialisation(event) {  
        **var** forms = document.getElementsByTagName('form');  
        **for**(**var** i=0;i<forms.length;i++) {  
                addEvent(forms[i], 'submit', validation);  
        }  
}  
  
**function** estVide(id, n) {  
  **var** e = document.getElementById(id);  
  **var** type = e.type ? e.type.toLowerCase() : (e.length ? e[0].type.toLowerCase() : '' );  
  **if**(type=='select') {  
    **var** v = e.options[e.selectedIndex].value;  
    **if**(v.length!=0) **return** **false**;  
  }  
  **else** **if**(type=='radio') {  
    **var** form = e.parentNode;  
    **while**(form.tagName.toLowerCase()!='form') form = form.parentNode;  
    **var** inputs = form.getElementsByTagName('input');  
    **for**(**var** i=0;i<inputs.length;i++) **if**(inputs[i].name==e.name && inputs[i].checked) **return** **false**;  
  }  
  **else** {  
    **var** v = e.value;  
    **if**(v.length!=0) **return** **false**;  
  }  
  alert("Le champ " + n + " est obligatoire");  
  e.focus();  
  **return** **true**;  
}  
  
**function** testChamps(champs) {  
  **for**(**var** i=0;i<champs.length;i++) {  
    **var** label = champs[i];  
        **if**(label.className!='req') **continue**;  
        **if**( estVide(label.getAttribute('for'), label.innerHTML) ) **return** **true**;  
  }  
  **return** **false**;  
}  
  
**function** validation(event) {  
  **if**( testChamps(**this**.getElementsByTagName('label')) ) {  
          **var** event = event || window.event;  
          **if** (event.preventDefault) { *// Standard*  
                event.preventDefault();  
          } **else** { *// Pour IE*  
                event.returnValue = **false**;  
          }  
  }  
}

# Annexes

# Mots réservés en Javascript

Les mots réservés en javascript sont des mots que l'on ne peut pas utiliser comme noms de variables, de propriétés ou noms de fonctions.

Ils ont un usage précis dans un contexte donné.

Lorsque vous travaillez avec un éditeur javascript, ils sont automatiquement coloriés ce qui permet de les éviter facilement.

## Mot réservés en JavaScript

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| break | continue | do | for | import | new | this | void |
| case | default | else | function | in | return | typeof | while |
| comment | delete | export | if | label | switch | var | with |

## Mots réservé en Java (Reservés par JavaScript)

|  |  |  |
| --- | --- | --- |
| abstract | implements | protected |
| boolean | instanceOf | public |
| byte | int | short |
| char | interface | static |
| double | long | synchronized |
| false | native | throws |
| final | null | transient |
| float | package | true |
| goto | private |  |

## Mot réservé ECMAScipt

|  |  |  |
| --- | --- | --- |
| catch | enum | throw |
| class | extends | try |
| const | finally |  |
| debugger | super |  |

## Autres mots réservés

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| alert | eval | Link | outerHeight | scrollTo |
| Anchor | FileUpload | location | outerWidth | Select |
| Area | find | Location | Packages | self |
| arguments | focus | locationbar | pageXoffset | setInterval |
| Array | Form | Math | pageYoffset | setTimeout |
| assign | Frame | menubar | parent | status |
| blur | frames | MimeType | parseFloat | statusbar |
| Boolean | Function | moveBy | parseInt | stop |
| Button | getClass | moveTo | Password | String |
| callee | Hidden | name | personalbar | Submit |
| caller | history | NaN | Plugin | sun |
| captureEvents | History | navigate | print | taint |
| Checkbox | home | navigator | prompt | Text |
| clearInterval | Image | Navigator | prototype | Textarea |
| clearTimeout | Infinity | netscape | Radio | toolbar |
| close | innerHeight | Number | ref | top |
| closed | innerWidth | Object | RegExp | toString |
| confirm | isFinite | onBlur | releaseEvents | unescape |
| constructor | isNan | onError | Reset | untaint |
| Date | java | onFocus | resizeBy | unwatch |
| defaultStatus | JavaArray | onLoad | resizeTo | valueOf |
| document | JavaClass | onUnload | routeEvent | watch |
| Document | JavaObject | open | scroll | window |
| Element | JavaPackage | opener | scrollbars | Window |
| escape | length | Option | scrollBy |  |

**Opérateurs**

Voici une listes des principaux opérateurs en javascript. Plus de détail [ici](http://fr.wikibooks.org/wiki/Programmation_JavaScript/Op%C3%A9rateurs)

|  |  |
| --- | --- |
| = | affectation |
| + | addition |
| - | soustraction (ou moins unaire) |
| \* | multiplication |
| / | division |
| % | modulo |
| ++ | pré et post incrémentation |
| -- | pré et post décrémentation |
| ! | non (boolean) |
| && | et (boolean) |
| || | ou (boolean) |
| == | égal |
| != | différent |
| >= | plus grand ou égal |
| < | plus petit que |
| <= | plus petit ou égal |
| > | plus grand que |
| var | déclaration de variable |
| new | instanciation d'objets |
| this | référence à l'instance courante |

# Liens

## Exemples de scripts

[DHTMLGoodies](http://www.dhtmlgoodies.com/)   
Pour découvrir les possibilités du DHTML

[Cours Web Ludomedia](http://coursweb.ludomedia.ch)   
Quelques exemples simples en DHTML

[Listamatic](http://css.maxdesign.com.au/listamatic/)   
Exemples de liste (menu) en CSS

[Scriptaculous](http://script.aculo.us)   
Librairie drag drop et plus

## Tutoriaux, cours

[Référence Javascript](http://developer.mozilla.org/fr/docs/JavaScript)   
Sur le site Mozilla Developer Center

[Self HTML](http://fr.selfhtml.org/javascript/)   
Introduction au javascript et au DOM

[Developpez.com](http://www.developpez.com)   
Cours, tutoriaux, et forum concernant de multiples langages et technologies

## Frameworks et librairies

[Documentation de Prototype](http://www.prototypejs.org/api)

[Documentation de Scriptaculous](http://wiki.script.aculo.us/scriptaculous/)

[Yahoo UI](http://developer.yahoo.com/yui/)

[Open Rico](http://openrico.org/)

[Google Maps API](http://www.google.com/apis/maps/)

[Affichage d'image](http://www.huddletogether.com/projects/lightbox2/)

## Flash

[Tutoriels flash pour les vidéos](http://www.gotoandlearn.com/index.php)

# Exercices

Cliquez dans la navigation pour accèder aux exercices.